第六章  图形

利用 \LaTeX{} 可以生成简单的图形和插图。生成图形的构造模块是文本、各种斜率的直线、箭头、圆、卵形线和线段等等，用户可以把这些模块放在任何所希望的地方。

§6.1  图形的尺寸和位置

只有为图形建立了一个坐标系，其构造模块才有可能被安置。而坐标系由参考点（或原点）和两条互相垂直的坐标轴组成，坐标轴上要有单位长度以确定坐标。这里所取的原点就是图形的左下角，坐标轴就是底边与左边。这些边称为 x- 轴（底边）和 y- 轴（左边）。

一旦定义了单位长度（UL），图形中每点都唯一被两个数确定：第一个是沿 x- 轴的长度，第二个是沿 y- 轴的长度。

![坐标系](image)

单位长度的选择是用如下命令进行的：
\begin{verbatim}
\setlength{\unitlength}{1.5cm}
\end{verbatim}

在上图中左边那个例子，单位长度用命令 \setlength{\unitlength}{1.5cm} 设置成 1.5cm。那么点 (1.8, 1.4) 即是指位于原点右边 1.8 倍单位长度（= 2.7cm），原点上边 1.4 倍单位长度（= 2.1cm）。

坐标值一般都是正数，这就是说点位于参考点的右上方向。由于参考点是图形的左下角，因此所有点都应该在它的右上方向。然而，坐标也可以取负值。负的 x 值（坐标对中第一个数为负数）定义的点在原点的左边，而负的 y 值（坐标对中第二个数为负数）定义的点在原点的下边。

上图右边的例子说明了这种情况。这里的单位长度为 1cm，因此坐标值就是两个方向上离原点，以 cm 为单位的距离。

单位长度通常就设为方便的尺寸，如 1cm, 1mm 或 lin，然后相应地建立我们的图形。当整幅图形完成后，只需修改单位长度的定义，就可以放缩
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图形。一幅原始设计时 \texttt{unitlength} 取 1cm，可以通过把单位长度重定义为 1.2cm 来放在为原来的 1.2 倍。

\section*{§6.2 图形环境}

图形是用 \texttt{picture} 环境构造的，其语法为
\begin{verbatim}
\begin{picture} (x 尺寸, y 尺寸)
画图命令
\end{picture}
\end{verbatim}

这里的 \texttt{(x 尺寸, y 尺寸)} 是一组数，它定义了图形在 x-方向（水平）和 y-方向（竖直）的尺寸（范围）。这对数是用小括号围起来的！单位长度就是在此之前所定义的 \texttt{unitlength}。
\begin{verbatim}
\setlength{\unitlength}{1.5cm}
\begin{picture} (4.5) \ldots \ldots \end{picture}
\end{verbatim}

的结果为一幅 4 倍单位长度宽，5 倍单位长度高的图形。而由于已把单位长度设为 1.5cm，因此图形的实际尺寸为宽 6cm，高 7.5cm。

而画图命令就是下面将要介绍的用以生成和定位各个图形要素的命令。这些命令再加上字体样式和尺寸声明（4.1节）以及线粗命令 \texttt{\thicklines} 与 \texttt{\thinlines} 就是可以位于 \texttt{picture} 环境中的所有命令。后面这两条命令用来确定两种可用线粗中的哪一种被用来绘制当前直线：我们按自己的意愿在两者之间来回切换。刚开始时激活的是细线。

参数 \texttt{unitlength} 的值一定不能在 \texttt{picture} 环境内改变，因为对它而言，单位长度必须维持不变。当然可以在两幅图形中间改变它的值。

如果 \texttt{unitlength} 的定义随同 \texttt{picture} 环境一起被包围在另一个类似于 \begin{center} \ldots \end{center} 这样的环境内，那么 \texttt{unitlength} 值的作用持续到这个环境结束。一个前面没有 \texttt{unitlength} 定义的 \texttt{picture} 环境，就会采用它的标准值 1pt。

\section*{§6.3 定位命令}

图形中的元素是用两条命令 \texttt{put} 和 \texttt{multiput} 来创建和定位的，它们的语法为：
\begin{verbatim}
\put (x- 坐标, y- 坐标) { 图形元素}
\multiput (x- 坐标, y- 坐标) (x- 增量, y- 增量) { 数} { 图形元素}
\end{verbatim}

这里的 \texttt{图形元素} 就是下一节要讲述的画形基本命令。参数值 (x-坐标, y-坐标) 是安置坐标，规定了元素在画形坐标系中的位置，它是以 \texttt{unitlength} 为
§6.4 基本画图命令

§6.4.1 图形中的文本

所有图形元素中最简单的就是一段文本，定位在图形中需要的位置。只要把文本放在 `\put` 或 `\multput` 命令中的图形元素所在地方就可以了。

```
\put(1.8,1.2){An arrow}
```

箭头所指的位置为 (1.8, 1.2)。

```
\put(1.8,1.2){An arrow}
```

利用命令 `\put(1.8,1.2){An arrow}` 就会插入文本 `An arrow`，其左下角就是所指的位置。

做为图形中元素的文本也可以包装进一个 `parbox` 或 `minipage` 环境中，这时在 `\put` 命令中坐标的参考点与竖直盒子的定位参数值有关：

```
\parbox[b]{0cm}{...}
\parbox[32cm]{0cm}
\parbox[t]{0cm}{...}
```

- `\parbox[b]{0cm}{...}`：`parbox` 的基线与参考点有关。
- `\parbox[32cm]{0cm}`：`parbox` 的顶部与参考点有关。
- `\parbox[t]{0cm}{...}`：`parbox` 的顶部与参考点有关。


define length \unitlength

```
\unitlength 1mm
```

练习 6.1：生成一幅宽 100mm，高 50mm 的图形，这里 `\unitlength` 取值 1mm。把给定文本放在下列位置：(0.0) ‘The First Picture’, (90, 47) ‘upper left’, (70, 40) ‘somewhere upper right’, 并且放一个宽为 60mm 的子段盒子
在 (25,25) 点处，内容是 ‘A separate exercise file with the name picture.tex should be created for the exercise in this Chapter.’

练习 6.2：给 \unitlength 取值 1.5mm，再重复上述的绘制操作，并且在子段盒子中让定位参数值分别取 t 和 b。

§6.4.2 图形中的盒子 —— 矩形

在 picture 环境中也可用盒子命令 \framebox, \makebox 和 \savebox (4.7.1 节)，但是其语法已做了推广。而且，还有一个盒子命令 \dashbox:

\makebox(x- 尺寸, y- 尺寸 ) [位置 ] {文本}
\framebox(x- 尺寸, y- 尺寸 ) [pos] {text}
\dashbox{ 虚线尺寸 } (x- 尺寸, y- 尺寸 ) [位置 ] {文本}

尺寸数对 (x-尺寸, y-尺寸) 定义了矩形的宽度和高度，它们以 \unitlength 为单位。定位参数值 位置定义了文本在盒子中的位置。它可以取如下值:

[t] top—输入文本水平居中地位于盒子顶边的下面。
[b] bottom—输入文本水平居中地位于盒子底边的上面。
[l] left—输入文本左直居中地位于盒子的左边。
[r] right—输入文本右直居中地位于盒子的右边。
[s] stretch—输入文本左直居中，但要水平伸展以充满整个盒子。

如果没有可省参数 位置，那么输入文本是水平左直居中放置在盒子中。

也可以一次使用这些参数中的两个组合起来使用:

[tl] top left—输入文本位于左上角。
[tr] top right—输入文本位于右上角。
[bl] bottom left—输入文本位于左下角。
(br) bottom right—输入文本位于右下角。

这里值的顺序是无关紧要的，tl 与 lt 的效果相同。

这些命令就是用在 \put 和 \multiput 命令中图形元素处。盒子的放置方式是其左下角所处位置就是放置命令中的坐标对。

\put(1.5,1.2){\framebox(2.5,1.2){center}}

\put(1.5,1.2){\framebox(2.5,1.2){center}}

箭头所指位置为 (1.5,1.2)，这是宽 2.5 单位，高 1.2 单位的矩形左下角所在的地方。文本 ‘center’ 是水平和竖直居中的。

UL = 0.8cm。

下面这个例子更好地说明了文本定位参数值的效果（UL = 1cm）;
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图形元素 `makebox` 同 `framebox` 命令完全一样，只是它没有矩形框而已。对它而言，经常把范围对取为 (0,0)，这样可以把文本放在所希望的地方。（关于零宽度盒子对被包围文字的效果请见 4.7.1 节。）

```latex
\put(0.0,1.95){\framebox(2,1.0)
  [t]{top center}}
\put(3.0,1.95){\framebox(2,0.8)
  [lb]{bot. left}}
\put(3.0,3.2){\framebox(2,0.6)
  [r]{center right}}
\put(2.0,0.3){\framebox(2,0.6)
  [a]{center\hfill stretch}}
```

图形元素 `dashbox` 也生成有框盒子，不过其框线为虚线。参数值 虚线长度 就是用来定义短线长度。

```
\put(1.0,0.75){\dashbox{0.2}(4,1){dashed frame}}
```

即使在上面这些图形盒子命令中，也可以把文本放在矩形盒子 (parbox 或 minipage) 中。由于矩形盒子自身具有可省的定位参数值 b 或 t，它一定不能与图形盒了的定位参数值冲突，因此要遵守下面的规则：

如果图形盒子中包含了定位参数值 b 或 t，那么被包围的矩形盒子中也必须有相同的定位参数值。如果图形盒子中没有定位参数值，或者只是 r 或 l，那么矩形盒子必须是标准（无参数值）形式。

图形盒子中的定位参数值对于被包围矩形盒子的作用同它对一行文本的作用一样，都是把它们当做一个整体对待。

**练习 6.3**：复制下面这个表格，要求包含文本，但现在先不生成水平和垂直线及箭头，它们是后面要做的练习。

提示：首先在一张有格的纸上画出方框，而且盒子的边与格线重合。把单位长度就取为格线间距。把原点取做想象中的包含所有盒子的方框左下角。

注意：很快你就能生成自己的有格子的页面，其中格线间距可以是任意希望的尺寸。
\§6.4.3 直线

在\texttt{picture} 环境中，\LaTeX{} 可以绘制任意长度的水平、竖直以及有限倾斜的直线。这个图形元素的语法是:

\begin{verbatim}
\texttt{\textbackslash line} \langle \Delta x, \Delta y \rangle \{ \text{长度} \}
\end{verbatim}

对于水平线和竖直线，长度定义了以单位长度为单位的线长。对于其它倾斜的直线，它的意义就有点儿复杂，稍后加以解释。直线开始于由 \texttt{\textbackslash put} 或 \texttt{\textbackslash multiput} 命令中给出的安置坐标确定的点。

\begin{verbatim}
\texttt{\textbackslash thicklines}
\texttt{\textbackslash put(0,0)\{\texttt{\textbackslash line}(1,0)\{6\}\}}
\texttt{\textbackslash put(0,0)\{\texttt{\textbackslash line}(0,1)\{1\}\}}
\texttt{\textbackslash put(6,0)\{\texttt{\textbackslash line}(0,1)\{0.5\}\}}
\end{verbatim}

绘制直线时的倾角是由斜率对 (\Delta x, \Delta y) 给定的。斜率对 (1,0) 中 \Delta x = 1, \Delta y = 0，这样生成水平线，而 (0,1) 生成的则是坚直线。上面的例子说明了这一点。一般地 (\Delta x, \Delta y) 具有下面的含义：

从直线上的 A 点开始，沿着 \textit{x} 方向 (水平) 走 \Delta x 距离，那么 \Delta y 就是沿 \textit{y} 方向 (坚直) 移动的距离，从而可以重回到直线上。

通过定义斜率对 (\Delta x, \Delta y)，那么绘制出来的直线倾角应该满足上面的条件。

前面已经说过，只可以绘制有效倾角的直线。这是因为 \Delta x 和 \Delta y 的取值要遵从下面的规则：
1. 数值必须是整数（负数或正数均可）。
2. 只可以取值 0, 1, \ldots , 6。
3. 在数对中的两数不能有公因子。

因此类似 (3, 5, 1.2)（规则 1）和 (7, 0)（规则 2）这样的数对是不允许出现的。同样 (2, 2) 和 (3, 6) 不符合规则 3，因为前一对中的两个数可以都被 2 整除，而后一对中的两数可以都被 3 整除。可以用 (1, 1) 和 (1, 2) 来得到同
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样的倾斜。因此这里一共有25种可接受的斜率对，其中(1,0)和(0,1)分别相应于水平线和竖直线。可以通过把所有的可能写出来以验证这一总数。

另外，在斜率对中的数值可以是负数，也可以是正数，例如(0,-1)和(-2,5)也是允许的。在上面图示中，负的Δx意味着向左移动，而正的Δy意味着向下移动。因此\put(2,3)\line(0,-1){2.5}的结果是一条开始于(2,3)的直线，其竖直向下伸展长达2.5单位。

对于有倾斜的直线，参数值长度定义是沿x轴的投影长度。这一点可以借助于左边的图示更清楚地看出来。
\put(1.0,2.75)\line(2,-1){3.5}

如果我们从两个端点竖直向下画虚线，那么在这两虚线之间的x轴部分就是直线在x轴上的投影。

倾斜直线的长度必须不能短于10pt或者3.5mm，否则不会生成任何结果。但是如果包含了pict2e软件包（6.5.6节），就不会有这种限制。

§6.4.4 箭头

箭头图形要素是由下面的命令生成的：
\vector(Δx, Δy){长度}

其作用方式同\line命令完全一样，而且参数值和其局限性也是相同的。这条命令从由\put或\multiput命令定义的位置开始画一条直线，然后在终点处画上箭头。

同直线一样，箭头的长度也不能少于10pt或3.5mm。规则1-3也同样适用于Δx和Δy，而且更进一步，要求可以取的值只能是0,1,2,3,4。这样当不考虑正负号时，只能画13种不同倾角的箭头。

\begin{picture}(5,2)\thicklines
\put(5,0)\vector(-1,0){5}
\put(0,0)\vector(1,1){2}
\put(2,2)\vector(3,-2){3}
\end{picture}

练习6.4：补上练习6.3中还没画的水平和竖直线箭头，完成那个演示图。

练习6.5：生成一张6.5×9英寸的方格纸，格线距离为0.1in。这只需要用两个\multiput命令就可以了。在这层网格上重叠同样全局尺寸，但是格线距离为0.5in的方格，而且线粗由\thicklines给出。

http://202.38.68.78/texguru
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练习 6.6: 生成右边的插图。
顶点是 (0.5), (0.10), (5, 15), (10, 15), (15, 10),
(15.5), (10.0) 和 (5.0)。单位长度为 0.1in。

§6.4.5 圆

圆这种图形要素是用下面的命令得到的:
\circle{ 直径 }
\circle*[ 直径 ]

利用 *- 形式的命令，可以画出内部被填充了的实心圆，而不是标准形式画出的
那种轮廓线。只能画特定尺寸的圆，因此 \TeX 会选出与指定直径最接近的圆。（6.5.6 节介绍的 pict2e 软件包可以绘制任意尺寸的圆。）
\begin{picture}(3,1.6)
\put(1,1){\circle*{0.2}}
\put(1,1){\circle{1.2}}
\put(1,1){\vector(0,1){0.6}}
\put(2.5,1){\vector*{0.5}}
\end{picture}

在相应的 \put 命令中的装置位置对应于圆心。

§6.4.6 肱形线与圆角

我们这里所说的肱形线指的是矩形，其顶角用四分之一圆角代替；
这里对直径的选取是使所有边光滑拼接的最大值。生成肱形线的命令是
\oval(x- 尺寸, y- 尺寸)[ 部分 ]

在相应 \put 命令中的装置坐标对应于肱形线的中心。
\put(3.0,0.75){\oval(4.0,1.5)}

\begin{picture}(4,4)
\put(1.5,3.5){\oval(4.0,1.5)}
\put(3.0,0.75){
\put(2.5,1){
\vector(-1.5,0){0.5}
\vector(0,-1){0.5}
\}
\end{picture}

这里我们取 x 尺寸=4.0 UL, y 尺寸=1.5
UL，而单位长度 UL 已选择为 0.8cm。
肱形线的中心就是 \put 命令中的装置坐标 (3.0,0.75)。

图示参数 部分 可以取值 t, b, l 或者 r，以生成一半的肱形线。
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§6.4 基本画图命令

半卵形线的宽度和高度与整个都要画出来时是一样的，即使这里只是画一半出来。类似地，在相应 `put` 命令中的安置坐标仍对应于完整卵形线的中心。（这里的单位长度为 UL=1 cm。）

参数值部分也可以是四种组合 tl, tr, bl 或 br 中的一种，以生成四分之一的卵形线。这里两字母的顺序是无关紧要的，因此也可以用 lt, rt, lb 或 rb。

同样这里的尺寸定义仍旧参照完整卵形线而进行，即便画出来的只是一部分，在 `put` 命令中的安置坐标也是指的整个卵形线的中心。

通过把卵形线中宽度与高度取成相等的值，可以得到四分之一或者半个圆周，但正如前面对圆的限制一样，也只能用特定的尺寸。下面的示例说明了部分圆周可以有小至 1.5cm 的尺寸。

部分卵形线也可以与其它图形要素组合。当然这时可能需要对 `put` 命令中的安置坐标进行相当仔细的考虑，以定位准确。
\put(0.5,2.5){\oval(1.0,1.0)[t]}
\put(0.0,2.5){\vector(0,-1){2.5}}
\put(1.0,2.5){\vector(0,-1){1.5}}
\put(0.5,2.5){\circle*{0.1}}

\put(2.5,0.5){\line(0,1){2.5}}
\put(2.75,0.5){\oval(0.5,0.5)[b1]}
\put(2.75,0.25){\vector(1,0){1.25}}

在上面所有例子中，椭形线的中心都用一个点标记出来，以说明其位置。
通常它们并不是 \oval 图形要素的一部分。

练习 6.7：虽然在冷战后年代，画下面这个东西并不是很有意义，但是它是一个相当棒的练习 picture 环境的机会。

提示：用透明格纸罩在下面的图上，可以很方便地进行定位和确定尺寸。

UL=1mm

§6.4.7 竖直堆积文本

有时在演示图中需要沿竖直方向书写文本，如本段右页那样所示。
这可以用如下命令来做到
\shortstack[y-axis]{ 位置}{ 列}
位置 参数值可以取 l, r 或 c。标准值是 c，表示居中。该命令类似于只有一列的 \tabular 环境。列 表示输入文本，行与行之间用 \ 分开。

\shortstack 命令经常用来实现把单个字母上下安置，即使是长文本也可以竖直堆积。行与行之间用尽可能小的间距分开。这就意味着没有向下或向上突出字母（如 h 和 y）的行离相邻行的距离要比有这样字母的行离相邻行近。
相应 \put 命令中的安置坐标对应于想像中的包含竖直堆积文本的盒子的左下角。上面例子中第一个的文本是左对齐的，第二个是居中，第三个是右对齐。最右面的两个是居中的。它们是用如下输入生成的:
\put(1.0,0.5){\shortstack{This\ spacing\ leaves\ some\ ...}}
\put(3.0,0.5){\shortstack{Not\ really\ the\ best\ ...}}
\put(5.0,0.5){\shortstack{Single\ characters\ ...}}
\put(8.0,0.5){\shortstack{L\ e\ t\ e\ r\ s}}
\put(9.0,1.0){\shortstack{b\ e\ s\ t}}

\shortstack 命令也可以用在 picture 环境外面的普通文本中。其中一个应用就是页边注，见 4.10.6 节。

§6.4.8 有框文本

\framebox 命令生成一个具有预先定义尺寸的有框盒子，其中的文本可以放在不同的地方（6.4.2 节）。在文本模式中，命令 \fbox 可以围绕文本画一个方框，而且其与文本匹配得很好（4.7.1 节）。这条命令也可以用在 picture 环境中。

在框子的框线与被包围文本之间的距离是由参数 \fboxsep 所确定的。利用 \put 命令来放置一个 \fbox，其方式是出人意料的，请看下图：
\begin{picture}(5,2)
\setlength{\fboxsep}{0.25 cm}
\put(0,0){\framebox(5,2){} \\
\put(1,1){\fbox[fitted frame]}\\
\end{picture}

在演示图中通常不期望在框中出现多余的空白，特别当方框包围的是一幅图，而不是文本时更是如此。在这种情况中，可以使用命令
\frame[图形元素]

\put 命令中的安置坐标与通常一样，相应于左下角。
\put(0.0,0.5){\frame[TEXT]}
\put(1.5,0.0){\frame[\shortstack{W\ 0\ R\ D}]}  \hspace{1mm} \frame

\frame 命令中的内容并不一定只是文本，也可以是前面给出的图形元素。然而，很多情形中输出总有点儿不对头。
\put(0,0){\frame[vector(1,1){1.0}]}
\put(2,0){\frame[\circle{1.0}]}  \hspace{1mm} \frame

第一条命令得到正确的结果，而第二条命令却失效了。对此情况，我们可以尝试将图形对象放在适当尺寸 \makebox 中，然后把它作为 \frame 命令的参数值。然而，用 \framebox 命令代替 \frame[\makebox...] 会更合理。
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§6.4.9 曲线

在`picture`环境中也可以用下面的命令画曲线:
\begin{verbatim}
\draw (x1, y1) .. controls (x2, y2) and (x3, y3) .. (x4, y4);
\end{verbatim}

它会画出一条从点 $(x_1, y_1)$ 到 $(x_3, y_3)$ 的二次 Bézier 曲线，而 $(x_2, y_2)$ 是 Bézier 控制点。曲线实际上是用 $n+1$ 个点画出来的。`bezier` 和 `qbezier` 命令之间的唯一区别在于，对后者而言，$n$ 是一个可选参数值；如果省略了它，那么就会计算生成一条光滑曲线所需要的点数。之所以还保留 `bezier` 命令，就是为了与旧的 \LaTeX\ 2.09 文档兼容。

Bézier 控制点的意义可以从右面的例子看出来。输入文本为
\begin{verbatim}
\begin{picture}(40,20)
  \qbezier(0,0)(20,20)(40,10)
\end{picture}
\end{verbatim}

这条曲线是从 $(0,0)$ 到 $(40,10)$，那么在端点处的切线（虚线）就经过 Bézier 控制点 $(20,20)$。另一种表述这一点的方法是：当要从第一个点移到第三个点时，我们首先面向第二个点前进。为了到达目的地，我们要背向第二个点前进。上面例子中的虚线并不是 `qbezier` 函数绘制出来的，只是为了说明上述含义。

通过指定点 $n$，可以绘制出虚线。要得到这种效果，可能需要试验几次。

注意：`bezier` 命令并不是积成在 \LaTeX\ 2.09 的部分，它是包含在一个叫 `bezier.sty` 的文件中，必须把 `bezier` 列在 `documentstyle` 的选项中，这样才能读取它。在 \LaTeX\ 2.09 中为了保证兼容性，提供了同名的空文本。

§6.5 其它图形命令与示例

§6.5.1 直线粗细

对于图形元素 `circle`、`oval`、`vector` 和斜线，存在两种可选择的线粗。即可以用
\begin{verbatim}
\thicklines 或 \thinlines
\end{verbatim}
来选择粗线或细线。这两条命令的作用直到有相反命令为止，或者其所在环境结束。刚开始时 `thinlines` 起作用。

水平或倾斜直线的线粗可以用下面的声明来定义成任意期望的尺寸:
\begin{verbatim}
\linethickness{粗细}
\end{verbatim}
参数值 粗细 是正的长度定义。利用 `linethickness{1.5mm}` 可以使得所有后面的水平或倾斜直线粗 1.5mm。如果包含了 `pict2e` 软件包（6.5.6 节），这
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个粗细定义也同样适用于斜线。

由于方框就是用坚直线和水平线构成的，因此命令 \linethickness 的定义对 \framebox 和 \dashbox 也同样有作用。

§6.5.2 嵌套图形

在 \put 或 \multiput 命令中的图形元素也可以是另一个 picture 环境。如此多重图形的语法是：

\put(x-坐标, y-坐标){\setlength{\unitlength}{单位长度}}
\begin{picture}(x, y){ \begin{picture}(x, y) ... 子图形 ... \end{picture}}
\end{picture}

在内部图形环境中的位置坐标是相对于它自己的原点的，即其左下角。而原点就对应于外面 picture 环境中的 \put 命令的安置坐标。可以给内部 picture 环境选择不同的 \unitlength 单位长度值，然而，如果没有定义新的值，那么它就用与外面 picture 环境相同的 \unitlength 值。

```
\begin{picture}(10.0,6.6)
\thicklines
\put(0,0){\framebox(10.0,6.6)}
\put(5.0,6.3){\makebox(0,0){\bfseries The Outer Picture}}
\thinlines
\put(.5,.5){\setlength{\unitlength}{\unitlength}{\unitlength}{1mm}}
\put(0,0){\framebox(5.0,25){Sub Picture 1}}
\put(10,20){\circle{1}}
\put(10,20){\makebox(0,0)[l]{(10,20)}}
\put(4,4){\vector{4,-1}{(4)}}
\put(5.5){\makebox(0,0)[l]{(0,0) Origin 1}} \end{picture}
```
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\put(0.5,3.5){ ... Sub Picture 3 ... }  
\put(5.5,3.5){ ... Sub Picture 4 ... }  
\put(5,0.1){\makebox(0,0)[b]  
{\textbf{bfseries Bottom of Outer Picture}}}  
\end{picture}  

最外层图形的单引度设为 UL=1 cm，该图形宽 10 cm，高 6.6 cm。它的图形要素中有一个粗线的方框，这个方框的尺寸与图形的尺寸一样，其它的元素有：两块文本 ‘The Outer Picture’ 和 ‘The Bottom of the Outer Picture’。四幅小图形，每幅的取 UL=1 mm 的单位长度和 40 × 25mm 的尺寸。在每个小图形中的对象相对于它们自己的原点定位。在每个小图形中，符号都具有相同的坐标 (10, 20)。

通过使用嵌套图形，可以简化逻辑上彼此相关的特定对象之间的相互定位，从而减少了定位时可能出现的错误。当调用 \put 命令时把 \unitlength 命令设成不同值，尤其如此。

§6.5.3 存贮部分图形

可以把图形中的一组图形元素用定义的名称保存成子图，然后就能随时调用整组命令，而不需一条一条地调用。

首先必须为每个子图起一个名称，所用命令为：

\newsavebox{\子图名称}

这样就会创建一个名叫 \子图名称 的用于保存图形的盒子。然后，用下面的命令保存子图：

\savebox{\子图名称}(x- 尺寸, y- 尺寸)[位置]{子图}

这里的参数值（x- 尺寸, y- 尺寸）与位置同 6.4.2 节 \makebox 中的含义一样。

如果图形命令 \子图 只是一小块文本，那么这条命令就与 \makebox 命令几乎完全一样，除了文本不是显示出来，而是存贮到 \子图名称 中。子图可以用下面这条命令当作一个图形元素安置在主图内的任何地方。

\usebox{\子图名称}

\newsavebox{\sub}

\savebox{\sub}(2,1)[br]{\small Sub-Pic}

....

\put(0.7,0.0){\frame{\usebox{\sub}}}
\put(3,0.1,0){\frame{\usebox{\sub}}}

这个例子看上去并不怎样，因为这里的 \savebox 和 \usebox 命令如果用 \framebox 结合 \multiput 命令取代，简单地就可以得到同样的结果。然而，这两条命令的主要优势并不是安置多重文本，而是更复杂的子图组合。

这里要指出，\savebox 命令可以在 picture 环境外面调用，甚至可以把它放在导言中。这样该子图就可以在整篇文档的所有 picture 环境中使用。
然而，如果 `\savebox` 是定义在一个环境中，那么其中的值当环境结束时也就没有了。

放在 `\savebox` 中的图形元素将会根据盒子被构造时候的单位长度确定尺寸。但不会受随后 `\unitlength` 变改的影响。

```latex
\newsavebox{\testcon}
\savebox{\testcon}(0,0)\{
  \thicklines
  \put(0,0.5)\{line(-2,-1){1.0}\}
  \put(0,0.5)\{line(2,-1){1.0}\}
  \put(0,0.5)\{line(-2,1){1.0}\}
  \put(0,0.5)\{line(2,1){1.0}\}
  \put(0,0.5)\{makebox(0,0)[b]\}
  \put(0,0)\{line(0.1){1.0}\}
  \put(0,0)\{line(0.1){0.5}\}
  \put(1,0)\{line(1,0){1.0}\}
  \put(-1,0)\{line(-1,0){1.0}\}
  \put(-1,0.1)\{makebox(0,0)[br]{no}\}
  \put(1,0.1)\{makebox(0,0)[br]{yes}\}
\}
```

在上面的 `\savebox` 命令中，参数值 (0,0) 定义了一个零宽度和零高度的盒子，这样它的中心就放在 `\put` 命令中安置坐标定义的地方。因为我们想要菱形的中心就是这个参考点，因此菱形上面的竖直线必须没有高度，否则它的出现就会使得整幅图的中心偏离菱形的中心。因此竖线 (line(0,1){0.6}) 就放在一个零尺寸的 `\makebox` 盒子中。这样整幅图的参考点（如外面的 `\put` 命令中一致）就是 + 号所示的方点。

现在 `\testcon` 命令可以很容易地与其它图形要素组合起来。

```latex
\begin{picture}(10,3) \thicklines
  \put(5,2)\{usebox{\testcon}\makebox(0,0)\{$i=0$}\}
  \put(3,1)\{usebox{\testcon}\makebox(0,0)\{$j\leq i$}\}
  \put(7,1)\{usebox{\testcon}\makebox(0,0)\{$k\neq j$}\}
  \put(0.5,1)\{circle(1.0)\makebox(0,0)\{3\}\}
  \put(9.5,1)\{circle(1.0)\makebox(0,0)\{5\}\}
  \put(5,1)\{vector(0,-1){0.5}\circle*{0.1}\}
\end{picture}
```
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\put(3.5,0)\{\framebox(3,0.5)\{y = f(i,j,k)\}\}\end{picture}

这个例子说明，一条 \put 命令中可以包含不只一条图形对象。这里把表示符号的 \usebox{testcon} 命令同包含文本的 \makebox(0,0) 放在了一起。类似地， \circle{1.0} 命令分别同其中的圆半径 3 和 5 放在一条 \put 命令中。最后， \vector 和 \circle 命令也放在了一起。当多条命令放在同一 \put 命令中时，在图形元素之间必须不能有空格。

也可以用 \savebox 命令存储一个完整的 picture 环境。这时参数值 (x-尺寸, y-尺寸) 和位置 是被忽略的，因为在 picture 环境中就有这些尺寸定义。语法为

\savebox\{图形名称\}\{\begin{picture}(x-尺寸, y-尺寸) \end{picture}\}

如果要把这样存储的图形做成子图来使用，(x-尺寸, y-尺寸) 应预设为 (0,0)，因为这样使得可以相对于子图定位。被保存的图形将会根据外面的 picture 环境进行缩放。前面的示例符号 \testcon 可以这样保存起来:

\savebox\{testcon\}\{\begin{picture}(0,0) \end{picture}\}

这里的 ... 代表前一页中定义 \testcon 时相同命令集合，从 \thicklines 开始，到最后一个 \} 结束。

把子图作为 picture 环境保存起来的另一个好处是：即使点 (0,0) 并不是符号的真正中心，但也可以把它设成外部 \put 命令的参考位置点。这也就是说在 \testcon 的定义中，我们可以把

\put(0,0.5)\{\makebox(0,0)\{\begin{picture}(0,0)\{\line(0,1){0.5}\}\}\}\end{picture}\}

改成 \put(0,0.5)\{\line(0,1){0.5}\}。也就是说现在不需要 ‘隐藏’ 会把符号中心从点 (0,0) 移开的竖直线。

练习 6.8：下面这些符号经常出现在计算机程序的流程图中。生成给定的盒子，并把它保存为具有相应名称的符号。用这些较简单的符号组合成复杂的符号。注意连接时的相对坐标和参考点。

![流程图示例]
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利用上面的符号生成下面这幅图。

When producing flow diagrams, first set the symbols together without any text. Add the text afterwards, when the diagram itself is satisfactory.

§6.5.4 图形环境的广义语法

在 picture 环境的广义语法中多了一对坐标，其为可选参数值：
\begin{picture}(x-尺寸，y-尺寸)(x-偏移，y-偏移)

图形命令 \end{picture}

在这种形式中，(x-偏移，y-偏移) 定义了左下角的坐标。也就是说对环境中所有 \put 命令，要从其定位坐标中减去 x-偏移和 y-偏移，这样整幅图就向左平移了 x-偏移单位，向下平移了 y-偏移单位。

这里我们给出了五张图形，每个图形中有一个细线方框，其宽 3UL，高 3UL（UL=7.2mm）。在每个方框中，用 \put 加入了一个子图，其中有 2 × 2UL 的虚线框及两条对角线。每幅图除了偏移外都是一样的。

1. \put(0,0)\begin{picture}(2,2)(0,0) 子图 \end{picture}
2. \put(0,0)\begin{picture}(2,2)(0.5,0) 子图 \end{picture}
3. \put(0,0)\begin{picture}(2,2)(-0.5,0) 子图 \end{picture}
4. \put(0,0)\begin{picture}(2,2)(0,0.5) 子图 \end{picture}
5. \put(0,0)\begin{picture}(2,2)(0,-0.5) 子图 \end{picture}

在情形 2 和 4 中，部分子图位于主图边界外面，当有偏移时必须考虑这一点。
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\section*{更多例子}

到现在为止，我们已经通过举例，相当详细地说明了各种图形元素。然而，我们有点儿冷落了 `\multiput` 命令，因此这里给出一些例子说明它的用法。（在 6.3 节中描述了 `\multiput` 命令。）

```
\multiput(0,0)(1,2){7}{\circle*{1}}
\multiput(8,0)(2,0){10}{\begin{picture}(0,0)
  \multiput(0,0)(1,2){7}{\circle*{1}}
\end{picture}}
```

第一条 `\multiput` 命令生成七个直径为 1mm 的点，它们从 (0, 0) 开始，然后每次向右平移 1mm，同时向上平移 2mm。第二条 `\multiput` 命令生成 10 个子图，每个子图相对于前者向右平移 2mm。而子图本身是前面第一条 `\multiput` 命令生成的七点。

```
\setlength{\unith}{0.1in}
\begin{picture}(20,30)
  \linethickness{0.25mm}
  \multiput(0,0)(10,0){3}{\line(0,1){30}}
  \multiput(0,0)(0,10){4}{\line(1,0){20}}
  \linethickness{0.15mm}
  \multiput(5,0)(10,0){2}{\line(0,1){30}}
  \multiput(0,5)(0,10){3}{\line(1,0){20}}
  \linethickness{0.075mm}
  \multiput(1,0)(1,0){19}{\line(0,1){30}}
  \multiput(0,1)(0,1){29}{\line(1,0){20}}
\end{picture}
```

首先画出三条粗 0.25mm，长 30UL 的竖线，同样粗细的四条长 20UL 的横线，它们都是从 (0, 0) 开始，彼此间隔 10UL。而另两条竖线和三条横线粗 0.15mm，是从 (5, 0) 和 (0, 5) 开始画。最后我们画出了粗 0.075mm 的 19 条竖线和 29 条横线，它们彼此间隔 1UL。

\section*{IC 符号}

```
\newcounter{ic}
\setlength{\unit}{0.1in}
\begin{picture}(26,40)
  \thicklines \scriptsize
  \put(8,0){\framebox(16,40){} \thinlines}
  \multiput(8,37.5)(0,-10){6}{\oval(8,3)}
  \multistepcounter{ic} \makebox(0,0)[r]{\arabic{ic} i},
  \put(20.2,8){\oval(8,3)}
  \multistepcounter{ic} \makebox(0,0)[r]{\arabic{ic} i},
  \multiput(20,7.5)(0,5){7}{\oval(8,3)}
  \multistepcounter{ic} \makebox(0,0)[r]{\arabic{ic} i},
  \put(6.5,38.5){\circle*{1}}
\end{picture}
```
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这个例子中的两条 \multput 命令都包含两个图形对象：半个卵形线和自己增加的文本。第一条 \multput 命令从上到下生成左边的对象，而第二条是从下向上生成右边的对象。命令 \newcounter{ic} 建立一个叫 ic 的新记数器，然后用 \stepcounter{ic} 逐次增 1，并用 \arabic{ic} 来以阿拉伯数字显示出它的值。（在上面的示例源文本中，每条 \multput 命令都占有两行；而事实上，这条命令的输入必须没有空格或回车以避免图形的水平移位！）

练习 6.9：利用右面的厘米尺为模型，生成长 10cm 的横尺和竖尺。

练习 6.10：改进练习 6.5 中的方格纸，方法是如上面例子那样把每个第 5 条和第 10 条直线变粗，并且沿外边界标出每个第 10 条直线。

§6.5.6 扩展软件包 \texttt{2c}

在标准 \tt{KIPX} 2c 安装中，为了增强 \texttt{picture} 环境的功能，提供了两个软件包。

去掉某些限制

利用打印机遇到一些问题，可以去掉对斜线长度和倾斜的限制。软件包 pict2e 就是为了激发特定驱动程序的这种能力而设计。结果可能不会是真的与设备无关，但应该对于支持这种绘图操作的驱动程序都行得通。

利用这个软件包，圆也可以具有任意直径，而不只是局限于那些可用的特殊圆字体。

像通常那样，把这个软件包用 \usepackage{pict2e} 包含在导言中。

注意：在编写本书时（August 15, 1999）这个软件包还没有付诸于实用，因此这里无法给出其选项或驱动程序选择。

格纸

软件包 \texttt{graphpap} 增加了一条绘制格纸的命令

\begin{verbatim}
\graphpaper[ 数 ](x,y)(lx,ly)
\end{verbatim}

这条命令把方格的左下角放在 (x,y) 处，它有 lx 单位宽，ly 单位高。每隔给定的 数 单位就划一条格线，而每个第 5 条格纸要粗一些，并且加上标记。如果没有给出 数，那就假定它是 10。所有参数值必须是整数，而不能是小数。

例如， \graphpaper(50,50)(200,100) 的结果为 (UL=0.3mm):
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§6.5.7 一般性建议

在实际应用中，每个用户都会形成自己使用 picture 环境的风格。这里我们要讲述由 Leslie Lamport 给出的一些建议，我们对这些建议是非常赞同的，而且也增加了一些我们自己的看法。

1. 对于绘制和定位单个图形元素，各种网格尺寸的格纸是相当有用的。借助于这种格纸，或者 \graphpaper 命令，用户可以生成任意尺寸的格纸，然后复制足够份，以备将来使用。
2. 网格的最小间距应取为单位长度的大小，这样可以避免定位时出现小数。
3. 如果图形中没有斜线，那么图形元素的位置坐标可以直接从格纸上读出来。单一对象的参考点应是一个格点，并不是位于格点之间。
4. 对于斜线，只有有限的几个斜率 (6.4.3 节)。当指定了一个可以接受的斜率后，那么直线的端点应该放在格点上。对箭头也要这样做 (6.4.4 节)。
   (如果包含了 pict2e 软件包就不必这样做了。)
5. 图形应该利用子图构成，或者是子图的子图构成 (6.5.2 节)。这样就可以通过相对于子图定位，从而简化图形绘制中的这种操作。
6. 经常用的子图应该保存在 \savebox 中，并收集到一个或多个独立的文件中。利用这种方法，经过几年的积累，我们可以建立自己的符号库。建立这些符号的文档时应该包含它们的名称、参考点和联系点，这样其它用户也可以用它了。

在 picture 环境一个很小的错误，也有可能导致毁灭性的后果。因此如果得到的结果完全出乎意料之外，也没有必要焦虑。例如，若一幅图形设计时是按照单位长度为 1cm 进行的，而没有设定 \unilength，这样 \PostScript 就会取默认值 1pt，从而使得图形几乎缩成一点，其中包含的文本不可想像地都显示在这一点上。如果图形显示在主图区域外面，对于这种出乎意料的结果是由于不正确的定位造成的，可能是错误的符号或漏掉了小数点。

有时候在水平定位中，尤其是几个图形用一条 \put 或 \multiput 命令安置时，会出现一些小错。这可能是在图形命令之间加了空格。这样的空格
§6.6 浮动表格和插图

picture 环境生成的图形显示在输入文本的地方，前后都是其它文本。如果当前页上有足
够的地方，这就没有任何问题，而且也是我们所期望的。然而如果插图（或者表格）很
高，在当前页上放不下来，那么就会结束当前页，把插图（或表格）放在下一页的顶部。
这样当前页的格式就会很难看。

如果存在下面这种机制就相当好了：若当前页空间足够，就把插图或表格放在当前页
上，否则就留在下一页上考虑，直到找到适当的地方放置。由于表格或插图通常带有标
题或说明，这些东西也应随同移动。

在 4.8.4 节中已引进了相应于表格的这种机制。下面将给出浮动的完整描述。

§6.6.1 浮动安置

\textTeX 确确实实地按照上面的要求那样，做到了插图和表格连同标题和说明在一起的
浮动。这种机制是用下面命令调用的:

\begin{figure}[ 位置 ] 插图 \end{figure}
\begin{figure*}[ 位置 ] 插图 \end{figure*}
\begin{table}[ 位置 ] 表格 \end{table}
\begin{table*}[ 位置 ] 表格 \end{table*}

* 形式只适用于两列页面格式，它使得插图或表格占据两列，而不是正常情形的一列。当页面格式是单列时，它
的作用同标准格式一样。

在上面的语法中，插图 和 表格 就是要浮动的内容，它是包含在 picture 或
tabular 环境中的，还有可能出现的 \caption 命令 （我们在后在 6.6.4 节
中介绍这一命令）。

而参数值 位置 定义了插图或表格允许出现的地方。位置由零到四个字母
组成，因此取值有很多可能，字母的意义如下:

h  here: 浮动对象可以位于环境输入时所处的地方；它不能用于 * 形式;
t  top: 浮动对象可以出现在当前页的顶部，条件是页面有足够的空间以容纳
它自己和其前面的文本；如果这行不通，就会把它加到下一页的顶部;
页后续文本仍然显示在当前页上，直到正常地分页（对于两列格式，
上面叙述中的页成列就可以了）;
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b bottom: 浮动对象可以出现在当前页的底部; 后续文本继续在当前页上有放于浮动对象的足够地方为止; 如果在当前页上没有足够地方，
浮动对象会被放到下一页的底部; 在 *-形式中不能取这个值;

page: 浮动对象可以放在一个特殊页 (或列) 上, 该页 (或列) 上只有插
图和 / 或表格;

这些参数值可以组合, 形成几种可能。如果没有给定任何值, \TeX假定它是标准
组合 \texttt{tbp}。

安置参数值使得定位浮动对象有几种可能, 但是实际的插入点是符合下
述规则的最早可能点:

- 在它定义的前面一页上再没有浮动对象;
- 插图和表格是按照在文本中定义的先后顺序输出的, 因此不会有任何
浮动对象会在前面定义的同类型对象之前输出; 然而插图和表格输出顺序有
可能混在一起; 在两列格式中的双列* -浮动对象也有可能不符合这一顺
序;
- 浮动对象可能会出现在安置参数值 \texttt{位置} 所允许的位置上; 若没有该参数
值, 就会用标准组合 \texttt{tbp} ;
- 除非在 \texttt{位置} 中包含了 \texttt{T}，定位要从在 6.6.3 节中描述的样式参数的限
制;
- 对于组合 \texttt{ht}，优先考虑 \texttt{h} ; 即使在当前页顶部有足够的空间，浮动对象
也会被插入在定义点。

当使用了 \texttt{\clearpage, \cleardoublepage} 或者 \texttt{end\{document\}} 命令
时, 所有还没输出的浮动对象就会显示在单独一页或列上, 而不会考虑它的
定位参数。

§6.6.2 延迟浮动

有的时候可能不希望浮动对象出现在某些页面上, 例如不要出现在标题
页的顶部。 ( \TeX 会自动地校正这种情形。) 然而, 有时候需要暂时抑制
浮动。我们可能希望它位于页面顶部，但是我们不希望它位于一节引用它的
那节的前面。命令

\texttt{\suppressfloats[ 位置 ]}

确保在当前页的 位置 定义的地方没有其它浮动对象。如果没有可省参数
位置, 就会抑制所有的浮动; 否则 位置 可以是 t 或 b , 但不会全有。

注意 \texttt{\suppressfloats} 并没有抑制当前页所有的浮动, 它只是抑制位于
从调用该命令开始到该页结束之间的浮动。因此来自于前一节的浮动仍旧有
可能出现在当前页上。
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\texttt{\textbf{\textbackslash suppressfloats}} 命令和 \texttt{\textbackslash \texttt{\textbf{\textbackslash}} topfraction} 位置参数都是在 \LaTeX{} 2e 中才有的，它们的目的就在于尝试给作者更大的控制浮动装置中可能出现的反复无常行为。

\textbf{\textsection{6.6.3 浮动中的样式参数}}

有很多影响浮动装置的样式参数，用户可以修改它们：

topnumber 可以位于页面顶部的最多浮动对象数。
bottomnumber 可以位于页面底部的最多浮动对象数。
totalnumber 不考虑位置，可以位于页面中最多的浮动对象数。
dbltopnumber 同 totalnumber 一样，只是表限定的是双列格式中跨两列的浮动对象数。

上述参数都是记数器，可以用命令 \texttt{\textbackslash setcounter{记数器}{数}} 来给定值，这里记数器指的是记数器的名称，而数是将要设定的数值。

\texttt{\textbackslash topfraction} 是一个小数，定义页面顶部多大部分可以放浮动对象。
\texttt{\textbackslash bottomfraction} 是一个小数，定义页面底部多大部分可以放浮动对象。
\texttt{\textbackslash textfraction} 该数规定了页面多大部分必须填充以文本。这表示一个最低限度，因此无须顶部、还是底部，总共放浮动对象的部分不能超过 1 - \texttt{\textbackslash textfraction}。

\texttt{\textbackslash floatpagefraction} 在开始新页之前浮动页中填充的浮动对象所占部分的最低限度。
\texttt{\textbackslash dbltopfraction} 同 \texttt{\textbackslash topfraction} 一样，只是它对应于两列页面格式中双列浮动对象。
\texttt{\textbackslash dblfloatpagefraction} 同 \texttt{\textbackslash floatpagefraction} 一样，只是它对应的是两列页面格式中双列浮动对象。

要用 \texttt{\textbackslash renewcommand{命令}{小数}} 来改变这些样式参数的值，这里命令表示参数名，小数是新数，每个都必须小于 1。

\texttt{\textbackslash floatsep} 出现在页面顶部或底部中的浮动对象之间的坚直距离。
\texttt{\textbackslash textfloatsep} 页面顶部和底部中的浮动对象与文本之间的坚直距离。
\texttt{\textbackslash intextsep} 当用 h 安置参数值时出现在一页中间的浮动对象与上下正文之间的坚直距离。

\texttt{\textbackslash dblfloatsep} 与 \texttt{\textbackslash floatsep} 一样，只是它对应于两列页面格式中双列浮动对象。

\texttt{\textbackslash dlbtextfloatsep} 同 \texttt{\textbackslash textfloatsep} 一样，只是它对应于两列页面格式中的双列浮动对象。

这一组样式参数都是橡皮长度，可以用 \texttt{\textbackslash setlength} 命令修改它们的值（2.4.2 节）。

\texttt{\textbackslash topfigrule} 在一页顶部浮动对象之后被执行的命令。可以用它加上标尺以把浮动对象与正文分开。但是这里加入的标尺必须是零高度。
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\textbf{botfigrule} 类似于 \texttt{topfigrule}，但它是在位于页面底部浮动对象之前被执行。

\textbf{dblfigrule} 类似于 \texttt{topfigrule}，但它是相应于双列浮动对象。

这三条命令通常什么都不做，但必要时可以重新定义它们。例如，可以用下面的输入在顶部浮动之后加上粗 0.4pt 的标尺：
\begin{verbatim}
\renewcommand{\topfigrule}{\vspace{-3pt}
\rule{\textwidth}{0.4pt}\vspace{2.6pt}}
\end{verbatim}

由于在 \vspace* 中是负的参数值，整个竖直距离还是零，这满足命令的要求。

所有单列样式参数在两列页面格式中也有作用，但它们只适用于填充一列的浮动对象。

\section*{6.6.4 浮动对象中的说明}

可以用下面的命令生成插图的说明或表格的标题：
\begin{verbatim}
\caption[短标题]{标题文本}
\end{verbatim}

要把这条命令放在 figure 或 table 环境中。标题文本 就是与浮动对象显示在一起的文本，它可以相当长。短标题 可以省略的，它出现在插图或表格列表中的文本（3.4.4 节）。如果不给出这段文本，那它就等于 标题文本。如果 标题文本 长度超过 300 个字符，或者比一行还长的话，那就应该给出 短标题。

在 table 环境中，\caption 命令生成形如 ‘Table n: 标题文本’ 的标题，而在 figure 环境中，则是形如 ‘Figure n: 标题文本’ 的说明，这里的 n 是自动给出的顺序编号。在文档类 article 中，插图和表格的编号是从 1 开始，直到文档结束。而对于 report 和 book 类，每章单独编号，形式为 c.n，这里 c 表示当前章号，n 是顺序号，每章开始被重设为 1。插图和表格的编号是相互独立的。

如果不想要编号的话，可以不用 \caption 命令，因此包含在浮动环境中的任意文本都会随着其它内容一起移动。而 \caption 比普通文本强的地方就在于自动编号，而且其会自动列在插图和表格列表中。然而，也可以按 3.4.4 节所讲的那样用下面的命令手工向列表中增加一些项：
\begin{verbatim}
\addcontentsline 和 \addtocontents
\end{verbatim}

当 \caption 命令位于浮动环境中其它材料的前面，那就可以形成一个标题，即编号和文本显示在表格或插图的上方。如果该命令出现在所有其它浮动命令的后面，那么就会在对象的下方加上说明。也就是说，\caption 只是浮动中的一项，其中文本出现在顶部（标题）或底部（说明）与用户放的位置有关。

如果 标题文本 的长度不足一行，那它就会居中排列，否则它同正常段落
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表 6.1: Computer Center Budget for 1995

<table>
<thead>
<tr>
<th>Nr.</th>
<th>Item</th>
<th>51505</th>
<th>52201</th>
<th>53998</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.1</td>
<td>Maintenance</td>
<td>130 000</td>
<td>15 000</td>
<td>145 000</td>
<td></td>
</tr>
<tr>
<td>1.2</td>
<td>Network costs</td>
<td>5 000</td>
<td>23 000</td>
<td>28 000</td>
<td></td>
</tr>
<tr>
<td>1.3</td>
<td>Repairs</td>
<td>25 000</td>
<td>6 000</td>
<td>31 000</td>
<td></td>
</tr>
<tr>
<td>1.4</td>
<td>Expendables</td>
<td>68 000</td>
<td>68 000</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1.</td>
<td>Total</td>
<td>160 000</td>
<td>74 000</td>
<td>38 000</td>
<td>272 000</td>
</tr>
</tbody>
</table>

一样，可以通过把命令放在子段盒子或者小节中来相应于表格或插图调整总宽度。例如，

\parbox{宽度}{\caption{标题文本}}

下面的例子说明了如何把文本、表格和图形命令组合成浮动对象。

§6.6.5 浮动示例

前两个表格是用下述文本生成的：
\begin{table}
\caption{Computer Center Budget for 1995}
\begin{tabular}{|l|l|l|l|l|}
\hline
<table>
<thead>
<tr>
<th>Nr.</th>
<th>Item</th>
<th>51505</th>
<th>52201</th>
<th>53998</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.1</td>
<td>Maintenance</td>
<td>130 000</td>
<td>15 000</td>
<td>145 000</td>
<td></td>
</tr>
<tr>
<td>1.2</td>
<td>Network costs</td>
<td>5 000</td>
<td>23 000</td>
<td>28 000</td>
<td></td>
</tr>
<tr>
<td>1.3</td>
<td>Repairs</td>
<td>25 000</td>
<td>6 000</td>
<td>31 000</td>
<td></td>
</tr>
<tr>
<td>1.4</td>
<td>Expendables</td>
<td>68 000</td>
<td>68 000</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1.</td>
<td>Total</td>
<td>160 000</td>
<td>74 000</td>
<td>38 000</td>
<td>272 000</td>
</tr>
</tbody>
</table>
\end{tabular}
\end{table}

（这段文本是输入在上一节最后一段的前面。下面的第二个表格就输入在何处。）

\begin{table}
\caption{Estimates for 1996 \em A continuation...}
\begin{tabular}{|l|l|l|l|l|}
\hline
<table>
<thead>
<tr>
<th>Nr.</th>
<th>Item</th>
<th>51505</th>
<th>52201</th>
<th>53998</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.1</td>
<td>Maintenance</td>
<td>130 000</td>
<td>15 000</td>
<td>145 000</td>
<td></td>
</tr>
<tr>
<td>1.2</td>
<td>Network costs</td>
<td>5 000</td>
<td>23 000</td>
<td>28 000</td>
<td></td>
</tr>
<tr>
<td>1.3</td>
<td>Repairs</td>
<td>25 000</td>
<td>6 000</td>
<td>31 000</td>
<td></td>
</tr>
<tr>
<td>1.4</td>
<td>Expendables</td>
<td>68 000</td>
<td>68 000</td>
<td></td>
<td></td>
</tr>
<tr>
<td>1.</td>
<td>Total</td>
<td>160 000</td>
<td>74 000</td>
<td>38 000</td>
<td>272 000</td>
</tr>
</tbody>
</table>
\end{tabular}
\end{table}

由于在 table 环境中没有给出参数值，因此这里用的是标准值 tbp。第一个表格被放在该页的顶部，因为它输入的很早（在上一节中），而且那里面有足够的空间放下它。那么命令 \suppressfloats（6.6.2 节）被调用，以禁止在这一页上再现其它的浮动对象，因此第二个表格就浮动到下一页的顶部。

窄的插图或表格可以并排放在一起，如下例所示（结果显示在下一页的底部）。
\begin{figure}[b]
\setlength{\unitlength}{1cm}
\begin{minipage}[t]{5.0cm}
\begin{picture}(5.0,2.5) ... ... \end{picture}\par
\caption{Left}
\end{minipage}
\end{figure}
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表6.2: Estimates for 1996 A continuation of the previous budget is no longer practical since, with the installation of the new computing system in 1995, the operating conditions have been completely overhauled.

<table>
<thead>
<tr>
<th>Nr.</th>
<th>Item</th>
<th>51505</th>
<th>52201</th>
<th>53998</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>1.1</td>
<td>Maintenance</td>
<td>240000</td>
<td></td>
<td></td>
<td>240000</td>
</tr>
<tr>
<td>1.2</td>
<td>Line costs</td>
<td>12000</td>
<td>8000</td>
<td>36000</td>
<td>56000</td>
</tr>
<tr>
<td>1.3</td>
<td>Training</td>
<td></td>
<td>50000</td>
<td></td>
<td>50000</td>
</tr>
<tr>
<td>1.4</td>
<td>Expansion</td>
<td>80000</td>
<td>3000</td>
<td></td>
<td>83000</td>
</tr>
<tr>
<td>1.5</td>
<td>Expendables</td>
<td>42000</td>
<td></td>
<td></td>
<td>42000</td>
</tr>
<tr>
<td>1.</td>
<td>Total</td>
<td>332000</td>
<td>53000</td>
<td>86000</td>
<td>471000</td>
</tr>
</tbody>
</table>

\end{minipage}

\hfill
\begin{minipage}[t]{6.0cm}
\begin{picture}(6.0,3.0) . . . \end{picture}\par
\caption{Right}
\end{minipage}
\end{figure}

这两幅图连同其说明分别放在宽 5cm 和 6cm minipage 环境中。两个小

页之间用 \hfill 间距分开。定位参数值 t 使得小页环境的第一行是对齐的

（4.7.3 节）。在 figure 环境中的所有结构当做一个整体进行浮动。

那么现在就有问题了，既然两幅插图的高度不等，这里要求它们的顶行

对齐，那为什么是底边在同一水平线上呢？答案是 picture 环境建立起一个

LR 盒子（4.7.1节），它包含所有的图形命令，\LaTeX 认为这些命令就是一行输

入，基线就是图形的底边。在这里的两个小页环境中，picture 环境是其

中的第一项，因此也就是文本的第一个逻辑行。从而它们的基线就用来进行

小页的坚直对齐。

如果要把两个图形沿顶边对齐，那就需要在每个小页环境中 picture 环


图6.1: Left

\begin{center}
\begin{tabular}{|c|c|}
\hline
& \textbf{Space for Left Figure} \\
\hline
2.5 cm & 5.0 cm \\
\hline
\end{tabular}
\end{center}

图6.2: Right

\begin{center}
\begin{tabular}{|c|c|}
\hline
& \textbf{Space for Left Figure} \\
\hline
3.0 cm & 6.0 cm \\
\hline
\end{tabular}
\end{center}
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境内插入一个没有内容的第一行（4.7.4节）。例如这可以是`\mbox{}`。

在浮动对象中应用盒子命令是可以完全自由定位的。如果说明文本位于
表格或插图的一旁，而不是上面或下面，那么对象可以放在小页或子段盒子
中，选择适当的对齐参数值。下面给出一个例子：

```
\begin{table}[b]
  \centerline{\bfseries Results and Seat Distribution of the ...}
  \mbox{small}
  \begin{minipage}[b]{7.7cm}
    \begin{minipage}[t]{4.4cm}
      \mbox{}
      \unitlength0.75cm
      \begin{picture}(5.75,5.0) ... ... \end{picture}
    \end{minipage}
    \hfill
    \parbox[t]{3.2cm}{\makebox[0cm]{\bfseries Seat ...} ...}
  \end{minipage}
  \hspace{-3cm}
  \begin{minipage}[b]{7cm}
    \parbox[b]{2.5cm}{\bfseries Results:} \hfill
    \begin{tabular}{l|l|l|}
      | & & |
      \hline
      Pros & 15 031 287 & 37.7
      Cons & 12 637 418 & 31.7
      Reds & 6 499 210 & 16.3
      Greens & 4 486 514 & 11.3
      Others & 1 201 078 & 3.0
    \end{tabular}
  \end{minipage}
\end{table}
```

在这里需要使用嵌套垂直盒子。最左边是由图形和右上角的标题组成，
它位于一个宽 7.7cm 的小页中，其中的图形所在的另一个小页宽 4.4cm，而
文本又位于一个宽 3.2cm 的子段盒子中。这两者是顶行对齐。为此需要在
`picture` 前面加上一个没有内容的行`\mbox{}`（4.7.4节），以使得顶行与子
段盒子对齐。

右边是由一个宽 7cm 的小页组成，它向左平移了 3cm，并与左面的小页

**Results and Seat Distribution of the 1994 General Election**

```
<table>
<thead>
<tr>
<th>Pros</th>
<th>15 031 287</th>
<th>37.7</th>
</tr>
</thead>
<tbody>
<tr>
<td>Cons</td>
<td>12 637 418</td>
<td>31.7</td>
</tr>
<tr>
<td>Reds</td>
<td>6 499 210</td>
<td>16.3</td>
</tr>
<tr>
<td>Greens</td>
<td>4 486 514</td>
<td>11.3</td>
</tr>
<tr>
<td>Others</td>
<td>1 201 078</td>
<td>3.0</td>
</tr>
</tbody>
</table>
```
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沿底边对齐。它由一个放文本宽 2.5cm 的子段盒子和一个表格组成，表格自动就是一个竖直盒子。这两者是底部对齐的。

§6.6.6 在正文中对插图和表格的引用

表格和插图的自动编号，就意味着在写作时作者并不知道它们的编号。而他（或她）又希望能够用这些对象的编号引用它们，如 ‘Figure 3’ 或 ‘Table 5 illustrates’，因此需要找到一种引用的方法。而仅仅跟踪已调用的 caption 中的编号又是不够的，因为文档可能不是按顺序写作的，修改时又可能插入或删除插图或表格。

这个问题可以借助于 \LaTeX 的交叉索引系统来解决，在 8.3.1 节中将详细讲解。基本命令是

\label{名称} \ref{名称}

这里给正文中要用到的插图或表格编号赋予一个关键词名称。关键词可以是字母、数字或符号的任意组合。赋值是用 \label 命令放在 \caption 命令的说明文本的任何地方就可以了；在正文中，命令 \ref 就会插入相应关键词所对应的编号。

下面用一个例子就可以很好地说明这一操作。在 159 页上的表格实际上写为

\caption{\label{budget95} Computer Center ... }

因此在正文中用 Table \ref{budget95} 可以生成 ‘Table 6.1’。

还有另一条引用命令 \pageref，它可以生成被引用对象所在那一页的页码。例如，刚刚几行前，就是用 ‘在 \pageref{budget95} 页上’ 得到文本 ‘在 159 页上’。
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